**Error handling during file operation in C++**

It's quite common that errors may occur during file operations. There may have different reasons for arising errors while working with files. The following are the common problems that lead to errors during file operations.

* When trying to open a file for reading might not exist.
* When trying to read from a file beyond its total number of characters.
* When trying to perform a read operation from a file that has opened in write mode.
* When trying to perform a write operation on a file that has opened in reading mode.
* When trying to operate on a file that has not been open.

During the file operations in C++, the status of the current file stream stores in an integer flag defined in ios class. The following are the file stream flag states with meaning.

| **Flag Bit** | **Meaning** |
| --- | --- |
| badbit | 1 when a fatal I/O error has occurred, 0 otherwise. |
| failbit | 1 when a non-fatal I/O error has occurred, 0 otherwise |
| goodbit | 1 when no error has occurred, 0 otherwise |
| eofbit | 1 when end-of-file is encountered, 0 otherwise. |

We use the above flag bits to handle the errors during the file operations.

Error Handling During the File Operations in C++

The C++ programming language provides several built-in functions to handle errors during file operations.

The following are the built-in functions to handle file errors.

|  |  |
| --- | --- |
| Function | Return Value |
| int bad() | It returns a non-zero (true) value if an invalid operation is attempted or an unrecoverable error has occurred. Returns zero if it may be possible to recover from any other error reported and continue operations. |
| int fail( ) | It returns a non-zero (true) value when an input or output operation has failed. |
| int good() | It returns a non-zero (true) value when no error has occurred; otherwise returns zero (false). |
| int eof( ) | It returns a non-zero (true) value when end-of-file is encountered while reading; otherwise returns zero (false). |

int bad( )

The **bad( )** function returns a non-zero (true) value if an invalid operation is attempted or an unrecoverable error has occurred. Returns zero if it may be possible to recover from any other error reported and continue operations.

Let's look at the following code.

Example - Code to illustrate the bad( ) function

#include <iostream>

#include <fstream>

using namespace std;

int main()

{

fstream file;

file.open("my\_file.txt", ios::out);

string data;

file >> data;

if(!file.bad()){

cout << "Operation not success!!!" << endl;

cout << "Status of the badbit: " << file.bad() << endl;

}

else {

cout << "Data read from file - " << data << endl;

}

return 0;

}

Output

![switch statement example program in c++](data:image/png;base64,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)

int fail( )

The **fail( )** function returns a non-zero value when an input or output operation has failed.

Let's look at the following code.

Example - Code to illustrate the fail( ) function

#include <iostream>

#include <fstream>

using namespace std;

int main()

{

fstream file;

file.open("my\_file.txt", ios::out);

string data;

file >> data;

if(file.fail()){

cout << "Operation not success!!!" << endl;

cout << "Status of the failbit: " << file.fail() << endl;

}

else {

cout << "Data read from file - " << data << endl;

}

return 0;

}

Output
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int eof( )

The **eof( )** function returns a non-zero (true) value when end-of-file is encountered while reading; otherwise returns zero (false).

Let's look at the following code.

Example - Code to illustrate the eof( ) function

#include <iostream>

#include <fstream>

using namespace std;

int main()

{

fstream file;

file.open("my\_file.txt", ios::in);

string data;

while(!file.eof()){

file >> data;

cout << "data read: " << data << " | eofbit: " << file.eof() << endl;

}

return 0;

}

Output
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int good( )

The **good( )** function returns a non-zero (true) value when no error has occurred; otherwise returns zero (false).

Let's look at the following code.

Example - Code to illustrate the good( ) function

#include <iostream>

#include <fstream>

using namespace std;

int main()

{

fstream file;

file.open("my\_file.txt", ios::in);

cout << "goodbit: " << file.good() << endl;

string data;

cout << endl << "Data read from file:" << endl;

while(!file.eof()){

file >> data;

cout << data << " ";

}

cout << endl;

return 0;

}

Output
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int clear( )

The **clear( )** function used to reset the error state so that further operations can be attempted.

* The above functions can be summarized as eof() returns true if eofbit is set; bad() returns true if badbit is set. The fail() function returns true if failbit is set; the good() returns true there are no errors. Otherwise, they return false.
* All the built-in function returns either non-zero to indicate true or zero to indicate false.